TL;DR

Learn how to use the ***session*** argument as a global list for passing parameters between the modules in advanced Shiny apps to simplify the objects’ flow in code. ***Session*** can help you organize the app content and simplify the objects flow logic. It is faster than managing all of the dependencies between modules manually.

This is the first in a 5 part series of tips and tricks for advanced Shiny developers.  The following tips will help keep your Shiny apps bug-free, transparent, organized, fast, and reliable.

**Introduction**

When going through “hello world!” applications one may not even consider “**how to pass values between modularized applications**” as a potential issue. However, most advanced Shiny practitioners bump into this problem when creating multi-view, modularized applications. The official RStudio article “[Communication between modules](https://shiny.rstudio.com/articles/communicate-bet-modules.html)” proposes one solution that works fine – returning the list of all inputs from one module and using them as parameters in the subsequent module calls. Nevertheless, let us present the downsides of this solution and our alternative one.

**Context & the Problem**

What are the roots of the problem? Shiny was designed for simple prototype applications used by data scientists to help in everyday work. However, the community quickly discovered that Shiny’s potential is far greater and started to develop advanced dashboards. Keeping the whole app structure in just two files, *ui* and *server,* becomes less effective after a certain number of lines of code. What is more, once you build an extensive part of the application you would like to re-use it in your other apps. And that is when the Shiny modules idea comes on the stage – developers can now build the parts of the code in separated files and mix them together into advanced dashboards. Great! However, there is a challenge here: how can the separated parts be interdependent inside one app yet independent enough to be used elsewhere?

As an app grows bigger and its modules’ dependencies become more complicated, it gets harder to organize all the traffic between saved results and parameters passed to modules. Let’s work on a real life example of nested modules: there is a screen (1st tier module) with a few tables (single table is 2nd tier module) and each table consists of a few columns (column is 3rd tier module). There is also a module with filters (e.g. opened on modal) with sections for each table and with module for a single condition.

![dependency ladder Shiny app](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAcIAAADFCAAAAADiAa2VAAAAAXNCSVQI5gpbmQAAIABJREFUeJztnWdAFFfbhu+Z3YVddukLCIgiKL0qVWxYQiT2aCyJsbyvMSaaHjX50hPTjMYS8yaaRGPsvfeCDSyoINhFUOl92V5mzvcDjIoaRbdnrz+ws3Nmnj33nOe055yhCGxYNrSpDbDxtNgktHhsElo8NgktHpuEFo9NQovHJqHFY5PQ4rFJaPHYJLR4uKY2QH9oa+o9nHgAtLUKN0cajJpTS5wgAqDWCWi2oc7BnQuiIbpqF2fK1NbqD+uRUP7VYQ7T7fXWKJ+boeO/OoR/6YugY4pnTm7iQ/2D4j3hup/V3PRXvNSbjtJZ/d9zMLW5+sN6JNz450qP0ws8XuP3xnynY3M8ekk3dHpJ7PNbbiLKstIEGd++Hl/9tWQGKft96Bsd7ExtrR6xGgnJRu82Xm2TuJzMmv2BCM2ckwjnF17lUK1+XEHlCLrYjXx9LMAfMyqUSpkaYUVu1IokpKa9H/1+ULgvL1+dkQHCPaqEeyQX+GlYieOB1m2qWOkfLF2jqAqFu6dVKWg9EiJh/qzsrcLJ6aXaTADUIAHF4QGIddkbW97PqUh3oZqASnMDhCJTm6pfrEZCNtv5j7rLPy2NjhDOcyG4XCNoPC54fp3GIZHXij92BAtJjj9gXWXQmvqFK96QuIb76dgEZomcFM/Zq2uKR+h3cnkbXzj2X1HAqlZPbwCsLU7BakohPXjNsF7Xb45rbf/Z/KOhZ8lYe7A6AAjofCNFCEz7YHyn6oyx3oQ1taX6hrKaZ1J3Kb/Kp32QAMrzBTWeMf7c2rzgVgCYgpowZ4AtzS3mto9x1hUqwq3muQVgTRIC5HY91/QPoQBALeG4cO752sqwJgkfhCL/zHHOsGhPjqkNMRxWLSFbd7p8q9ebV7aLE5LdTW2MwbBiCdnKI0UNAT3aAfXbC2TPJlnRsOg9WK+E1dvPBPgnNHpQUrm7onhMuL2pbTIIViohW7HzcPd2Ea5/V4FsSWaO3cv+1lglWqWEbPmmjL5JbQT3jFtoyzK3poxyMZVNhsP6JCTy65uPjejvev+4E6le/ctHvVytq1dofRLqai6e2zUh9WGFrXS6/KU4b+sS0bok1BRk1+SN6CJ4+BnsyYXescne1jM0bF0SanP3E3nXLo/oPCgOZGs79nQ1jknGwHokVF35tS2/S7DwkSeSuozi3JcT+UawyShYi4TKnF/ahcT7Pp4ubO2Js9ffDuEZ2CYjYR0Sqs/8IhwU5f74mrDVJ3b6jvG1imFvK5BQW5e1Uf5BKL9lehDJrk090r2toCRauoREWZi3VTej3ZMMu1T+kdOvs5/Fi2jZEpL6vOvZ/P+EPmn64g99IlL8LLybaNES1mSct3fp5f8UEuhO7qbb9bLsbqLlSkhqtuR08Oj+tJO5sqyLV7r1ddSPTSbBUiVkyzcXBATFPmAktKUQyZnLu6bFWW6IvmVKSMrXn+yR3FqoHwfIys6trf400FInoixQQlZ1Y/fyN58R67ECI4qj64IGtrHMARuLk1BXe/Hc1kk9nfV93fqNJ8J7B1jivL6FSchcO1JZ2i1N7wICQPn3dv6pAZbXTbQoCXWFG8mtLulOhrp+wWKBuE8bS+smWpCEykvr3KmuoY+einhyNGdPFrfv70UBxHLChi1AQk2FkzOgPr1c2DGmnYErKyLPy9/9Yl8+TmriLKVxY/4Savf++GY/7dk/+WlhnkbovBH5tf2b5gXMWPFzuoV4VLM3U73n//KjscHllQ4Co7g2ShQd0WNpZXbJW47dLWPczdxLoWbbh5eB/74datSq6eb7a4DIpdEWUR+a+YOmXffOZQAdA42amUx+BoC86ReNedMnhvOZqS34JzR/TC8FwNX0MkhP8GHoijShrWnJjaoIsTFv+4SYd11YVDnOwZFPcUTGXdLC6xanbrh5Uy2/6WfILoyeMO+6sF7H49mZ7Clj5YzQAgZrzFtCG4+BmTdnbDwam4QWj01Ci8cmocVjk9DisUlo8dgktHhsElo8NgktHsOPXrHUnVkGVaVn41y4rN79H1ZT/wO6GtpNPwGfuuoqB3GdL13Nc6HBtPSaLU5gOAxdCtmbmZI7n4pnlwMAyJn5N57serK1a5V6MAsg+V99siLnyzr5hgM6nLjUwtRlOxi9WKEPDC2hZv8y6Z1P0sNN+X/raMOTXY/jIdbP86/OONO1u7Mflzl/nWU+udbC1AdWm4+EhnakbG09BwA0DSI+ANA6jT0HAE0BYJW0AACIAg53zemyCm6ju1Vw7QBGybsr5knYD3wAOoXjU04Cs/KgET5qfycJBYrObbxffdPEBKMQUVDL3e6cTaTcpvmuekcOgGrqX+NINUt/2NVzF7k0Ijal4+9KQHdqbFzfU02zI2efjev0VR1Q9m5cXN/DTY91SeqRifEdV2vIyRf+HB2bw+7rER87X0bWjqwBMK9nzdyZcmgWRCe+kMWUpx4Fckds1JLz07NaaFj15Hlbeu48PaQKoKvSayZOkpBTfZI6/yiDcuRfnyd8JFmY2jn+f+qmsy+MTYxLPw8wR9KSkhcqmVlzt3U7rqcsemoMLCE3JT36i06Vad6/LU2dfoTFhVmpC8PSrwIATg/p9vuMIz/UaWaeXrSUP+RmYwpN5iuJa0ZP28/Kt84OeVG8d+Lziz9a9auqTU4mQcOCUSgpZXQvzvpmsc+E/R7Fexjdnj25Wl1Onm8LDXMc92z8F7Gyy1qAOL4vmvAKf+frnZdNXfuOjK2Ydn5y7JqtU9a9OndV48k3vrNf/Kfz+Gp23ZQuy976aYpuwLMxn7bTXy49HQZ2pHRgqCzFIzv4Q3fidrFIB+cXx1NhR5d9SgHKb597jwuHd9IiL/UKF807bE9YADQEY8Zy259a1p1j/+z/CWQfjn+Njue+NyC4976ewuO6PgCFrJOr4xAk29Txs8/fJcX+WycKz/p5ttAw+44dON1anQMAwu9h3zG2YmmvN52iuDNPJXC1v4qln7hEBwaIHcESgLpxZUyow7eH2JINAyc7RvFnnkkOkfYyG09q6LqQsIQgdkXlmfKSEg1Bm74U3IbueA9ATU6XtTq6milK6L5WGhTW17VmB4BnKH43LgRdvpQT5ygHlN+qXsXQJaTQP3n5zfbLO/vWAdTe2rOXwBYXTI5XXRVyxi2sUp+f0uK4XcKSv2e7WbAoLhVtoqib1WfjFMliOMT9/G1CcEdvzfEi0O2Cuq65FRA30PnwVadNFK4VZicTlv3XSAgAqF5wzUXJ0QHgOQIQFmgBMKQ4gwWV4sF52enYUU7su7JZABXiSYsBePII7ISAjhRICKg+Qm6E/RH+pQ84AJCnO8YDWrcWePmfcdelrLjkWRn21DbK5Fd0FKiuHaAWA5wBon07V7Ybkrp1N0X3nfGKa/5u5+6T6mou6wDquTZPfTd9YgQJKexYPTXFo+YGATQNAGoiHABwqCEjCNQVXoxs+JDCzB9jh84BqA4SpjIIOOnCJRQH4HHGphIoy9tQbUPOaVwbAzujjsxwBKoVreye3xOKgE6nRQneT22jo2jYC1woKn1ocAFtfefuFadW/ZEwJh0Qy7gTNdcOzhFHiocPp6Esb/3UeaJPDN0vpGiA5AePDnHencMQXF+tRcH2YfYEECct17m5ZX5QUvfaXq+k0V7lTqmpqT1ciXKbGiU5/QQAAXyCl1BubjumyiDqXPVHZw8AIOmi425uWLFVSUdn7o8S9d+2uvdTRuqzMvi1zmTcnPNnFQIAFH8tIcFDe6o0EampqZHZr57w6jJBeS0wOJdxc8qdWwzIzSfmyNCl0M59T6+fktZ83nVDPreOBb2zImS95yAKDMv/MGHQS4XLhrZxSph2PGmNsk9TCtXCa722s+PtCcsCDjN6DRt+Zt0kD3DCOHlfCgGWIHbc9F2pe/I/caQCguoDuGF1nOQn6SQSAhaEEBBK8e7+LydM7zG9/OeUQEADiIJm5g/IXz+usby1bzVhQvBM7wleo7/oPrV4YUog3E73+Kqn3jLp6TB4BFvN4SvpIRkHVcmdihWp9RlBp4qDnhXjak5nX1Ky7zLbrbMLJT1yTNOhd9vG9kFh4nzmnO8AP6r0aEwwwF4/eIXfPdER0GXfShVDnsVL5GuzThWGdA/hQZUl6+xOVtkPbHnbQp0jSXK6fLKf/QnHaF5+hv1A8Y3Mk47JXZy0e6l0QJt77FxcSJfGrj6pPHacDu/pQzEFx0+Jkzo7Qrb3cpcues2nJ8dIQYjkTgOO3D0O0+TI2TsOvTBpXdemkXEisXO498sHXU+PMNTdd2I40KgcuPdaCoY2t4UWRppsums86u4coOl7/wIASOPoG8itVZfY5l/efz09wrnnThygat1RdTMLOeamoPnNFzoMb1rHwOT/xXqYOL9cHHbtecLxeONhdtHcOpmDHQCwmcu6pLs96mxDoz13SPKOUZfktByzk/A2++f8t7c5rEkp3n7gW7MZDn0gZiohu/j4lFDzWJIi3z1nRldTG/FPmKWEpP4Vv0+czaXdwOQtihn+tNOTBsQcJdRd+yF8gjm9M/nWTMGrbcxmWLs5Ziih5sSyxBHm9Zqz2l8kw6PNVUPzk1B5bH/4808W3mY45FsLo3qZ6UY0Ziehcqm0e4x5NGTuRpe/XTnVYDuHPRXm1rWXvyZ9Ps78FAQ35kX+B4WmtuKBmJmEt8Z3Gt/OPBt//q+Hvn3a1EY8CLNypMyZL0cONtMaB4A2+7u00ebUUm7EjCQk8uNb+j5jru0+AEDBZzGjnjZAQO+YkYRVG8oGR5mnE/2b2m9chgSbWeVjPhJWzOGMCzS1EY9EufVKeJp5dVrNRsJLszqM8zC1EY8Bc2JNwBizmrswFwkzl0e/ZF4P98NgLi/jTDSnGDbzkFC36djAJPNtit4LqVh97fVg86m0TS6hjkOh4ddzH4SYWSPhn9Cc+Oj9NB4IMQubTS2henV8cMnS0v/zMa0ZLaVgwoQ+7rfKQs1hyM3UEu59K+q1g/KPLO61Vw3fu6Ru3fF1qhl0Y00sYd07SxD3+ghLqQbvQrZp1+lLL37X0kVxBsC03ly37xCQW8ua1IgnQ+Bz8hK27TGD9dqmlbB0cyGgW3jEDDKipZRPvQpIvi0ytR0m3ptbs2WuGh2mTop1MJ8m+uPC9fa9KUUN+pi8VWrKupBcm5w1ZGyEE8/yBATAaGuv/LnDbnEvU1tvSgk1e1TdWrrA2syQnjk8ydS76JtSQi3McHq+pbAaUzenTd0vtPHUmLwytvG02CS0eGwSWjw2CS0em4QWj01Ci8cmocVjk9DisUlo8RhIQp3yAXOARKX5x0SMqmnSSacynxlEomRu/6O970v5DYlGxbIqnZGNugcDSbgnrvT+g8qk75sfqs67s/k6uzf9FACALAg5YhizHg/diZI7H+q7nWz8pzp2W7PzyMnnOv9n4fCy8hGrdMylE0azrxkGktC11QM2tiNtmg/Iahb+pLrzSSttKnw8kUnfT3t62N17zUiajCaS5q5BvsBt/azWnnaQakjRy8uNZV5z9J1X8lqNq8gOsesdWQUXEpWbIwBVjdqDp3Fo3PlJWa9ydWp8cohcrpW4c1mpTC4S2wEUW9vg6EaBogEwDVKum70JJuNUdaxM4QC5okYgFgJAg8TO9fYTKatn3ZoWN+lqZW19vD16CisA0sAVygQcpk7q4GIP0sBTy1yFylq1i8j+IXfRH3qWsORPGdEmpjld2DLZbrtdZdnVsAHRqF511kMo1g12BUCub6+CtkeqPQBosjJ0899tc2Q/Xa+NG+YA1YHDcnW/Lo1b6h88TGmcR/kbX8OClbJVfZ65uJ2pLY8b1BbI38cqYvq6AgCTu1NN7J6J4wBA3faL1bPeL8gbCVCKFTeO7e5Nbz0tZNo/56n9k3etfGzoqjpKF2H47Y/060jVP2Z16l4zI4vcWqRQZXx9JTAs438N6kUr/VIUv2+qBYCq348GdGbnNNZ1tLNQ4GlX+kVtdG/R7FzgxlHHJHyUDwA49S0bF7RjgUKv9j0Wjq4csUvNL2f90gI3rdcAv6KT09LdagC49G1BVGzBzMa3Wti584WevPMbFABoT76TG2fTPHFn760b5cz2BQ3t+YuORHbXLDhkcHv1WwrVh5LSBaHH/EGDoiiPceFa1/W1zM4XJgiSVPk0ABw//WYfbtzXK+KdAfA6dS2e0Kqg+zg/ErTzYjLsnv2vIGX0n98A0PwYNdWF8flwZCe9Gvg4tBmyYVBoSUh8R2503UUZhbh3RN0aDvbgAMoNurci0OHrnYFcAM69NrSd7EBAAUQwcFt8auXSoVPsVeySjpF8n489tV+1T3OJygokhvYj+pVQOGZ23riogYJGq0N8OWjDMvll0QJK3D4fANQF9QUNhJGW1haUU8Q3hKIo+E3RHC/OrVIB7ZIFcEvaqaCA2qMD9jJUZfVl40sIGhQ8RzMXrl/PCtPxMEoE56iFpX6AolBx8jzkDVerrkkpToDbXW+jokFw45ZqI6HKi+sIHdOaths85/TEqN6Gj+zSr4ScCcG/vE/3/DgEACDgguIADWpu4wbPANT1VYf4hGJj5Ys2wm5SCAGgmrvILTyUD8BZDMBDzQJQqi4pWdCJpopq0GyaWx4fGgACuAIQVckAMEz5fhqUKEDyzRk4vzHy7gQEKFGevERAxYgI5USDHhf62zQ6/vNYyyqFuuLkXnVZX/81FcDfO48GussJxTT26vnusd8HgNTIW30+DRCCArDsr+VxohubANRVdAC57mgHQOT0n5cpqG956dW+x2fvnFeGeNZ/VwqgFmDLw7wIwOX2/tAN2kqO6yItaKfmnYy2wo/jgbqK1hQoQFsavbTu9Mwlbd0NbKp+mzP1L/2scI4Jlt0zWhEUtqmoPicDAGAXcH1XnfbmtGlyT39/fw+ao6hjrrUOE9Ttr2KAq3trVFePDhMSwL335mtqxZbUXL3a93hwWYm8zCNGLDt7mGWB38rUBbt9xQCEQedy5eqzk36Hr79/G5e709DcBrlvuyUVmvr5Q/MAAPXj5tQ5RYYxBh9o0m8pdBq8VOZ8q36IMwNCCAuAECKeOOdzz9piMY0qNbqM2XK91bWrbzY2tbl+O2e/nbJ3lndJhaaEQHjpR4cTHYbS6hoN/c706XHaA0mRerXv8fAW/TQwcvHcJEklkcr5qPg4ME861KWG6OxHVsyN4eeJ0hs7e4QwIGzjLxW1O7ghfcqsz9pV5b8ajjoV4PbcWqVnaeEogy9+0m80NyfKq7zWbXBPe/gk8vnB7bigvaLtWnWU2se2rerrpokP4Ac51lX5TmhaEUS5O+ki4sUVDa4jYwJCOWG9JdWB7/gAnp3dxOHSet0zU9xN0LcXiVmf7j7KSpee/X1ChA5jayStxiTzIEz0dI4gNZKIcRFNRgnCArgc/0h7UZS3vS/Xo0NoZEWVXfpAF0oXGwA6xq2m2uW5Zw2+F5m+gxCJQuvAo0AIRbGgAUKo6nk9u3Ak31XO8G48olIJG8c6FPYcMFoeh5UTBy5LOIRQWrWACxBCUYBOQTmYZu0Xq6V5RKl25IBQFEvrlHZ2VNPrUFml9s7oHwsajIrPYSkKREvsKGjlPAF9ezN2olQLjRCpboQ4Uulrp75qdXDllP82C/y9PGV2hMFvbnBqFzMjfE26ytAIEpLi1ceuJqU/c8++SWz1pj1vJ1hDNHfl7s1JQ/24pltZYZxoblZ1724WbG32H4n/cXnI2ZaGZNe84V0DRaaaPTdJQL4yd2PVq53MYI2zvmjYszKtXYSHaabITCAhKVndIB5tLUWwibr92c4+3dqaoiQaX8L6FRKMMMEckqGRZFxUC0b5Gv+HGVtC3bmlgvR4U6/nMgwN58+W8172NbY7NbKEdX/mDUzwtNqwOXnR6aOe49sat5Y3qoS6M7+1f6G1SeNiDAzRVh9Z3HlkO2O+nMuIEmquHlr5S5j1VYLNke7/5qXkDiKjFUWjSciWZKzvP9IyNjt8WmS713QLjPI0krsxloTSo6dqRne02kqwGUSy75SDOC3QKC7HOBKSvLXC0J4Wt9Ha09CwL9uejPczgohGkbBh4/HE3j7/liJ4G+mFzHrd+LYGd6dGkJA983nf7u0NHxJrfshvnj7sPi7QwA0bg0vIViwtfT7u39GMuQ+irTk+P2WMv0H7GAaWkNRmrYycZFa7kRsb+ZHPXujawdFwRdGwEirP7S98I/zfVgk2R7p3bXxQTCtDVYqGlJAt3FodOtD83pBjdEjD7pN2Xv0M9BYOA0pYs7mMHmHebzI2HtKd2c4YZZDJKENIqGN4NLSZW9y7xVnnlMQTIbtwvE73YqD+Y00MIeGJC+le9cuOjI13+7fXgveiuHlun+uYYA5QCQ/9tVENsCtw8Q+zQ9XDEidHi6x/SLtF8NyDO/M+uBzgzC5cFKW/AFn9l8LKGfOAkV/76/u6VoLy+NzO4Ys2D5wRqi8XpfeWrmrtPAB+FvbqEOMhSI0/NPsANlPfBumpHOq7tiKH/wcAC/P1fF0rQtQpEMCmTy7pyQHquxRe/fS8Z5K3m+gBG17YaITJ3Q0AGzC1o17KoZ7rwvpjeT7uQa5Cvq0l81DYwhPQNUjldGSSrz6coJ4l1MjsBbaexKNhdVodS/gCfTzptu3VLR5bkbF4bBJaPDYJLR6bhBaPTUKLxyahxWOT0OKxSWjx2CS0eB4lIVNWcv+u4pBdr3/UqI6yoPZJbbJQNDeqHrBZV02B6v6D/3iZW5WM4rIcYFiorkgeneBREqo2r264/+i1mVmP2lqscPq+R9/dqqj/9fADdsrfMfVmyy5T+9dOdcmnN0nJgXKUf3bh0QkeJSGnbcAD5o0ash5pl/Tubeb/FdgFt3pAbt46KWvZZTTnC1hhRxGzb2k9BLGuj07w8PlCVsoTULBPJfYAiJLmAwCRcQUAGvdSJSrmriBRolI68gBApRZxAK7o3lgtpcLRDoy0KapZpbOm8FKdxIkHOA3jcAGwcj4PAFiJIxeAvSMHACvn3RXMx8qIIw0AMgib5ipqXRrlrxVRFOA1SYCqOg7Ek+wBoNahKbFO8YDdbR5WCtncEZGhQbmQf/9lbXGnveNDgubIgOI3wkO+/71b4ynXx4WETbp+u06Ufhkc3X+/Bg3fB0XGb2jcffT3sfVA7pCtZMOoxcEx44qyAiKH5aM2eftXwWFvlz1Zdpkfum2pMUHji1A5caV6T/rafuEBOwjI2eejAtd8NRsAoD3UPzz4G2nT+eTqqxGRY64QUjQ5LKzXObDr39ncOzp6nQ4oSIpOWakArva4sPHrAz23FvY4Dja7Z3TY+GKQT7/fFBgxMJNpfv+HSVj0pcuOXX1ekrH1dQxzYVK31WO+2cNUfnH9jw0Fr5cDAMpDazeur3+3yaNqPtzw254OU7JVX6xbsH3s+6tZAJBWMoCmUknkaxb//EvRqO//ml/3q4QtG8tZ+dn+JXL95qTJyPii/6FVV99TM1UyotyzYMKK0IG3yLmPW21YOfMHJQCwe0ck7liy7aOmdmHx5LLVW+rGS25MLVu2OabbOaLd/O249f0/P4SbL7bZ/EPOdkBXqksZGfNjZ12pij34VtKOxbJXrkEx97clvwm/udr8/g9zpDV1fVo5Te+m5AMAf/Q4dDh+Pv380fm98N3pBgBg17dd5IYvRu8fQwBwLqxd3gsf28muLP2jH4KqfhkAAKApABRAeX/ZHcf++Kmj4tJ5mT3S33SIy7yhFuo7M03DdUGUe+s5VY2Ox++Nwfg59aLnAd2UMCweBACUam2XNx2CZw7+TyQDgHOweG0YZn9Uc7RoUTQ6HP5pHq18+QWez5WCntsbPg1n7YsAAJ5ti6Lcq4D61cFvtCKij3a8StfPb0eoWWUhze7/MAnbJK644J+Q5ioFAH4aYM+RMgXu7QGXl34GAO023jodpao9NXQpgLTzJBzw+Iq3wSEWsO+xsO7vK1EACL89wI/yBE9ICBDtADs7+X0ewUJJ3Dc73qd7F1EDALjHAA60TH7Tzxto20cLAPVHYv5iqHr1OZctAEZn+/oBgYvpfC9/QDR2vpKIvHgQiJVsdrQX6NbtAQCENFZRNRXdnEH5+V9TE/iAcqEVbDPP+TAJPSa2zl2/Lnl648pOO4CAQEdzAbgAAMVcdLnGAOmRmhUMSLCW8ACKT0kpHgBH+k6fg2XRtE23M7fpn8aW0dNmnbkQ8eGOKzu2PDsBAEBzAYAQHYcDcB0JAKhLA6+xoMa1LllGgEGMmAY4DqoGDgeAOyHwcEajZmIuwLt3EYNGzaUBrkhJCN146eb3f4iERKoZ/sKNM9MS+t51kHJVSXzBngUAwolRf8GCucV3mstSpL2MUgLqTZ6urAJAqY4DAJSSBerqAIC6++ZWFRvFVjm/pry6dUlSm7sO8pxvKp0gO58EAILgPq8QaAp9hfNAKLHLeS0g/V+aR5EGwBWKvt3Ap5CjdIH63jYC30HFAKpKZ/ph2faQ5gx1fsppcadRbPU954bJl8lxZmujkcMvXHR2LvvyHDc+MSHRPQa7gKIlpbF1y1nU/BnpCQDOBaVQZBe2PFssCWr3pxXeXfup7xkBEUUe36XDvjMcAMSl54EaZ+ecd6UuCQmJCfyU4rNA9iJOXFEWULR2kMPfj/ZzNbmEyTna9EmtBQAv381F0J3KiRE8zG89zJEGBLz0YuRcxwEEBIRiAVAMgiZPXUaro6+DZUAPWv/iQPG6gPjGh6DtzLfWpW1sm+L3w/unUjdnbeOrbknR6+sB/S8zEQBLEUCuaLSBUAwAMFbiSanYNWlTeN93ildSpDGcjFAM55nMdz6hPMIJ6m+o7ce9OnxoyZahTesLU55/ZZBg3fD2rfqPfb7tCuptTkO5FiAqNZ7LmDheu54DEIrQ7YrT/teBYoWT3uo9tWRJ1wG0jAHASu97B+RDI9gk2cdIRB8ndZ4mWnswyRu2GVo+AAABjElEQVTqE9wEKGouk+iF6/PKcoP8afXRbEly19ubUrLnD5UmdXGD7urBm8HP+FC1mR2CUbHvckp4YZs2F26mOCGnqrOQuVoRyznSKgY4I0ky+MbjRqIsK8srPkHQkO0ReuNqkgsaDrcP1qhv3OCHTIucfuF6iiuqM08KuibfHutQnjmi7ZbIh+LcoYaOzwpJ0cUYH6iyxOE0c2Rf62QlP6w+M9FbcTY32S8zsh3qT2YIUuPtSXb5czTKLoT4NHOo/xCESO5zvoV/DQmhKgd3/+72GeRuP3z7U+Pm6E00bz5ZJ/f9Sl1W3gBvkj38h2G3z6DuzszbWcveV5E9ML/uTdycfwjIvz8ZdeDsIOaM3fi/P99zyu1P9xz9Vyh4/6/kaFfkd5fs69r1wWdQDzz64CMPO3jnYi2pkbTHNxI1b3CPFiT5tyLbfZgrdxsTbIRbtSyam1VIicjRqvoEhkKnaOA5GmW7HVtAvsXz76irrBqbhBaPTUKLxyahxWOT0OKxSWjx2CS0eGwSWjz/Dxhb8ue22gsVAAAAAElFTkSuQmCC)

Using a basic Shiny system requires passing the parameters up-and-down the dependency ladder. Imagine that you need to use yet another parameter from *single-condition* in *single-column*. That might require a lot of changes in parameters passed in each module! Don’t get me wrong – it will work fine, and if organized nicely it might not even be a mess. Nevertheless using the *session* solution will bother you much less. Let’s have a look at the details.

**The Solution**

As you probably know, the *ui* part of the module should always contain at least the *id* parameter and *server* has those boilerplates parameters *input, output, session* (check [this Joe Cheng post](https://shiny.rstudio.com/articles/modules.html) if you’re not familiar with the idea and the usage of Shiny modules). As each module has access to *session,* anything that we store there is accessible in each module. You can treat it as a global list of stored values. You may be familiar with *ns <- session$ns,* which is the same concept. Now we will use it for passing the other values as well. One note: *session* needs to be added as an argument to the main *server* function; it might be useful here especially when you would like to save some user data when the app starts.

Let’s present the idea by modifying the [example presented by RStudio](https://shiny.rstudio.com/articles/communicate-bet-modules.html). In this rather simple app the module *scatterplot\_server\_mod* requires three additional parameters (*dataset, plot1vars, plot2vars*) to be passed to the module call. We will try to simplify it and keep the functionality working without using external parameters. It might seem like overkill in this case, but as we see in our example, things can escalate quickly.

All we need to do is save the results in *server* file not in local objects, but into the list stored in global session. Let’s turn this:

# server logic

server <- function(input, output, session) {

# prepare dataset

ames <- make\_ames()

# execute plot variable selection modules

plot1vars <- callModule(varselect\_mod\_server, "plot1\_vars")

plot2vars <- callModule(varselect\_mod\_server, "plot2\_vars")

# execute scatterplot module

res <- callModule(scatterplot\_mod\_server,

"plots",

dataset = ames,

plot1vars = plot1vars,

plot2vars = plot2vars)

}

Into this:

# server logic

server <- function(input, output, session) {

# prepare dataset

session$userData$dataset <- make\_ames()

# execute plot variable selection modules

session$userData$plot1vars <- callModule(varselect\_mod\_server, "plot1\_vars")

session$userData$plot2vars <- callModule(varselect\_mod\_server, "plot2\_vars")

res <- callModule(scatterplot\_mod\_server, "plots")

}

And now in the module we can use the values from *session* as we wish. For simplification it can be assigned to the same variables and the rest of the code will stay untouched:

# assign just not to use whole object all the time

plot1vars <- session$userData$plot1vars

plot2vars <- session$userData$plot2vars

dataset <- session$userData$dataset

The beauty of the solution is that if we call the module in some different place e.g. nested in other module on separated modal screen we do not need to care whether the variables will be accessible for it or if re-calling them is needed. They are always there waiting for us on the *session*!

One note: you’ve probably realized that it violates modules independence as they use external objects without stating them explicitly as parameters (well, technically *session* is a parameter, but you get the point). Nevertheless, the practice of having them re-assigned to the simpler objects at the beginning of the module assures that you won’t miss this dependency. Also please remember that it is advised not to keep too much data in the single user session.

To sum up: keeping the results of the modules in a *session* object will help you organize the app content and simplify the objects flow logic. It is faster than managing all of the dependencies between modules. We recommend this approach for advanced Shiny apps.

Article [Super Solutions for Shiny Architecture 1 of 5: Using Session Data](https://appsilon.com/super-solutions-for-shiny-architecture-1-of-5-using-session-data/) comes from [Appsilon Data Science | End­ to­ End Data Science Solutions](https://appsilon.com/).